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Introduction

The ability to visualize data is becoming an increasingly important research field in its

own right [18]. How do scientists present, view, and communicate the information con-

tained in data, systems or programs in meaningful ways? This paper presents one approach

to the problem of visualization in the context of illustrating and observing a control system.

Specifically, the application domain is a real-time control system (RCS) developed at NIST.

This system allows a control system to be specified as a hierarchy of finite state machines.

Although it was developed primarily for the control of factory floor applications, the RCS has

been applied to many other types of systems as well, including multiple autonomous under-

water vehicles, the strategic defense initiative, and telerobotic arm control. Integration into

the existing control systems development environment was a key goal of the visualization

project.

A key concept in Voild is that of varying "levels of detail." Quite often, a system and

the data it generates comprise too much information to be easily observed in one

"screenful." Mechanisms to filter out and display only the interesting pieces of information

must be created. This is nothing new: for many years, systems have been created which fil-

ter data (providing abstraction, or a low level of detail about a mass of data) or focus it

(providing a high-level of detail about a small portion of the data) in various specific ways.

Our approach was to make a flexible levels of detail paradigm an inherent part of the system.

The implementation environment was a strong influence in the design of the system.

Voild is implemented in the Smalltalk-80 programming language/environment [8]. We chose

Smalltalk because of the inherent extensibility of its environment and the large number of

high-level tools which already exist in that environment. We also viewed the object-orient-

ed programming paradigm, of which Smalltalk is the seminal example, as a natural fit for our

approach to visualization.

Related Work

Quite a number of systems to visualize algorithms and processes have been imple-

mented by others [7,9,10,15]. The two key differences between our approach and that taken

in previous systems are the level of detail concept mentioned above and the goal of integra-

tion into an existing environment. Thus, we needed to provide a visualization framework

which could be integrated into an existing environment without requiring any modifications to

applications in the environment. The proposed visualization methodology takes advantage of

the data abstraction mechanisms available in object-oriented programming to ease this inte-

gration task.

BALSA [4] is a system to create animations of algorithms. Designed as an educa-

tional aid, particularly in the study of algorithms, it has been used to produce many imagina-
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tive and interesting animations. However, the requirement that the algorithm to be animated

be coded directly into the system becomes a serious drawback if we leave BALSA’s intend-

ed domain and instead try to visualize existing programs in the real world.

The generation of pictures from program text is analogous to the pretty printing of

code, the best example of which is the work of Marcus and Baecker [13]. Their work exam-

ines C code from the perspective of a graphic designer, and has resulted in a system which

prints C code in a very readable and graphically pleasing way. Voild can generate state

graphs in an analogous manner by parsing the state machine code and generating a graph

based on it.

The work of Robert Jacob at the Naval Research Labs [11] is another example of a

visualization system for state machines. His system approaches the problem from the point

of view of visual programming. It allows a user to draw a state graph and associate code

with each transition. Executable code for the specified state machine can then be generated.

Clearly this is one direction in which Voild can and should be extended. A visual program-

ming front end to a high-level emulation tool is indeed a future goal of the project.

Another class of interesting related work is in the area of the display of data from a

debugging point of view. For example, Gdbxtool [12], an extension of a window-based C
debugger, displays C data structures graphically. The user defines graphical templates for

the structures which are later "filled in" with the actual values of variables. In the Smalltalk

world, the work of Cunningham and Beck [5] has gone a step further. They have written a

debugger which automatically creates diagrams illustrating the flow of messages from one

object to another. The display is animated to illustrate the order of message passing, giving

the programmer a feel for the flow of control.

The INCENSE [14] system is very interesting in its approach to dealing with the

problem of too much information to be displayed. It is designed to automatically generate

displays for a variety of data structures. In addition, INCENSE includes support for manag-

ing screen usage, allowing displays to change in response to the amount of space allocated

to them. This type of intelligence could be added to Voild by adding functionality to the class

Layout, which deals with the physical arrangement of related presentations. Indeed this was

one of the original intents for the creation of the Layout class and remains an area for further

development.

Levels of Detail

What exactly do we mean by "levels of detail"? As indicated above, in different situa-

tions a user may wish to view differing amounts of detail on a given piece of data. Voild pro-

vides for a hierarchy of display formats, or presentations. Each level in the hierarchy corre-

sponds to a level of detail; thus, as we traverse the hierarchy from top to bottom, we find

increasingly detailed presentations. For a particular object, we may choose an iconic presen-

tation or a more fleshed out view which indicates some of the internal structure of the object

or its value; this selection can be changed at will. This allows the user to the amount of

detail given on a piece of data to change with his level of interest in that data. One can imag-
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Figure 1: Hypothetical Detail Control Bar

ine a slider type control bar (Figure 1) or dial which the user could use to move between low

and high-levels of detail. Although we did not implement such a control bar, one can easily

imagine the usefulness of this concept in the context of a highly responsive system.

Visualizing an Application: Real-time Control Systems

The particular domain we were involved in was real-time control systems (RCS)[1].

Before getting into the details of Voild as it relates to RCS, let’s briefly review the concepts

involved in hierarchical control. An RCS is an architecture for decomposing the functionality

of a system into manageable parts. The decomposition is done in a hierarchical way to allow

parallelism to be exploited and to create clean interfaces at the various control levels. For

example, in the context of a factory control system, a cell process will command a variety of

workstations. Each workstation controller will in turn command equipment level processes

(robots). Typically, commands flow down the hierarchy and status information flows back up

to synchronize the various processes. At NIST one way that we’ve implemented these con-

trol systems is to emulate each process as a finite state machine (FSM). Each control pro-

cess in the hierarchy is represented as an FSM which communicates with the other process-

es via a mechanism known as Common Memory. Common Memory is the conceptual medi-

um through which commands and status information flow.

The Hierarchical Control System Emulator

The Hierarchical Control System Emulator (HCSE) [3,6] is a high-level software tool

which runs on a VAX under VMS and is used by programmers to create prototype hierarchi-

cal RCS’s. HCSE code is written using a special-purpose language which is used to specify

the behavior of an FSM (with condition-action pairs) and its connections to other state

machines (via Common Memory). Arbitrary code can be executed using the Praxis lan-

guage, which may be embedded in an FSM directly, or other languages, which can be called
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/ /output
//input
mailbox

TOLERA.NCE_DS_SVCcis_request_mbx
1
Request mailbox

DS_TOLERANCE_RSPcis_response_mbx
|
Response

//conditions curs = "GETTING TOLERANCE DATA"

/

TOL_DESCR.TYPE = "EX"
//actions nexts := "GETTING DRF NAME"

data_server_request (TOLERANCE_DS_SVC/
DS_last_request /

"DRF_NAME",
DS_DRFName,
PART_NAME,
TOLERANCE_NAME)

Figure 2: Sample FSM code

through more round-about mechanisms(Figure 2)

.

Although the HCSE provides a number of analytical capabilities which may be valu-

able sources of data in future visualization efforts, in our current system we are primarily

interested in the log file produced by the HCSE (Figure 3). This log file simply records each

change in Common Memory, and thus captures the entire history of a particular emulation

0:0:4.20 SDCC_CURS LoopRv
0:0:4.30 SDCC_CURS PosWait
0:0:4.50 SDCC_CURS Range
0:0:4.60 SDCC_CURS AssReg
0:0:4.70 SDCC_CURS LoopRv
O o oo o SDCC_REG2_CD COMMAND GO_REG2

CMD_SEQ_NBR 1

oCOoo SDCC_REG1_CD COMMAND G0_REG1
CMD_SEQ_NBR 1

0:0:4.80 SDCC_CURS ReglStsWait
0:0:4.90 SDCC_REG1_STS STATUS No Rv to Region

STS_SEQ_NBR 1

0:0:4.90 REG2_FARM3_CD COMMAND GO_REG2FARM3
CMD_SEQ_NBR 1

0:0:4.90 REG2_FARM2_CD COMMAND GO_REG2FARM2
CMD_SEQ_NBR 1

0:0:4.90 REG2_FARM1_CD COMMAND G0_REG2FARM1
CMD_SEQ_NBR 1

0:0:4.90 REG2_CURS R2FlStsWait
0:0:5.00 SDCC_CURS Reg2St3Wait
0:0:5.00 R2F1_CURS Dolt
0:0:5.00 R2F2_CURS Dolt

Figure 3: Portion of HCSE Log file
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Figure 4

run. Unfortunately (or perhaps fortunately), this history is recorded in excruciating detail,

and the typical log file quickly becomes unwieldy. Thus, it seemed ideal to use Voild to man-

age the viewing of log files.

The log file contains the raw data needed to recreate the course of events in an emula-

tion, but provides no information concerning the structure of the control system or of the indi-

vidual state machines. We decided to get information about specific state machines directly

from the FSM source code. This approach proved to be a useful diagnostic tool in and of

itself, pointing out unknown bugs in some of our HCSE code.

Presentations and Layouts

Since the purpose of Voild was to create and manage presentations, it was clear that

the concept of a presentation would be central to the system. There is certain functionality

which is associated with all types, or classes, of presentations, which is accessible via the

middle- and right-button menus. The middle button is used to traverse the presentation

hierarchy. Pressing it while the mouse is inside a presentation pops up a menu of all the pos-

sible presentations at the next level of detail, filtered according to the type of the data being

displayed. When a selection is made, the current presentation is replaced by a new presen-

tation of the indicated type. The right-button menu provides general window-manipulation

functions, such as moving, closing, and collapsing to an icon. The left-button menu is

reserved for the use of individual presentation types. An example of this is the layout menu

of a structure presentation.

The physical relationships between several logically related presentations are cap-

tured by a layout. The layout concept is not yet very well developed, currently serving pri-

marily as a convenient time-saver. A layout can be used to record, name, and later recreate

the physical configuration of a set of related presentations. Future plans include the addition

of intelligent layouts capable of responding to high-level instructions such as "lay out in a cir-

cle" and perhaps of using context information to help determine a precise physical layout.

Control System Presentations

Let us now turn to the specific topic of illustrating a real-time control system. At

first, we may simply represent the control system with an icon. This simple presentation is

the root of the presentation hierarchy for any object in Voild. We can open up the icon by

selecting a presentation at the next level of detail fi'om the middle mouse button menu
(Figure 4) . In this instance there is only one menu item, as there is currently only one possi-
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Figure 5

ble presentation for a control system at the next level of detail. In general, however, this

menu may contain several options.

This new presentation illustrates the contents of a control system relatively superfi-

cially (Figure 5); we see that it consists of the emulated time, a collection of state machines,

and some metrics. "The Control System" box is control box which allows us to manipulate

these three other presentations as a single unit, for example to close the entire presentation

or collapse it back to an icon. A separate control box is necessary in this type of situation

(when we have a presentation consisting of several other presentations) because each pre-

sentation is an independent entity, giving no clear mechanism for manipulating a group of

them together.

The physical arrangement of the four presentations in Figure 5 was predefined as the

default layout for a system structure presentation. We can proceed to create new layouts by

moving various presentations around on the screen, using the "move" function from the win-

dow control (right button) menu, and perhaps by opening out some of the component presen-

tations to greater levels of detail (with the middle button menu). A particular arrangement of

the component presentations can be named and saved for later use by selecting the "save

layout" option from the left button menu of the control box (Figure 6). Similarly, a presenta-

1 Control SystQm Emulator Time: ’0:0:12

Please enter name for layout;

stateMachinesAsHierarchy^

\

1

1
1

etrics
1

1

Figure 6
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Figure 7

tion can be arranged using a previously saved layout by selecting the "layout" option from

this menu.

As we continue asking for more detailed information, we can view the contents of the

collection of state machines as a control hierarchy (Figure 7). In this level of detail, each box

with a label on it represents an individual state machine. The name of the state machine is

on the label and its current state is displayed inside the larger box. If we choose to "play

back" an emulation by reading the log file produced on the VAX by the HCSE, we can watch

the current states change and the flow of control can be observed. In a typical hierarchical

RCS, one state machine will send a command down to its subordinate(s), which will perform

some actions and eventually send a status message back. Using Voild, one can literally

watch the activity flow down the hierarchy and then see it percolate back up.

We can look inside a state machine by again using the middle mouse button to open

up one of the boxes representing an FSM. In this case we can look at the state machine as a

state graph or as the set of mailboxes through which it communicates with the other FSMs.

If we choose the state graph view, we get a display of the state graph for the particular

machine (Figure 8). The graph is generated directly from the HCSE code used to implement

the FSM on the VAX.



Figure 8

We hope that future developments in layouts can be applied to the state graph pre-

sentation, as the current graphs are often difficult to read. In the mean time, being generated

directly from the FSM source code, the graphs have already proved to be valuable for quickly

checking the code’s correctness in implementing an FSM. They provide an easy way to

spot certain kinds of problems, such as states with no incoming transitions.

Continuing our procession to greater levels of detail, we can now place the cursor on a

transition in the state graph and open it up to display the actions or conditions used to define

the transition in the source code (Figure 9). At this point, it is interesting to note that the

lines which form the transitions are actually windows. We have implemented, in Smalltalk, a

facility to create arbitrarily shaped windows, which are pickable only within an arbitrary area.

Figure 10 illustrates the control system from a user’s point of view. The user may
"open up" the various presentations to greater and greater levels of detail. Nodes in the fig-

ure correspond to presentations which the user may request. Arcs represent the paths

which may be taken to view the various presentations.
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Figure 9

Activating Processes

So far, we have dealt only with the user interface to a static presentation. We now
turn to the problem of animating these displays, binding them to entities in the "real world."

We need a mechanism for updating a presentation whenever its model (the object being pre-
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sented) changes. There are two ways of doing this. One is simply to execute some
Smalltalk code which essentially follows a script, updating various presentations along the

way. This has the advantage of being the fastest way of animating the presentations, as it

has very little overhead, but it also has the limitation of not allowing any user interaction dur-

ing this code execution. Another, more robust, mechanism is to start up a separate Smalltalk

process which continually polls the "real world" entities and issues updates to the Smalltalk

objects representing them. This process is managed by an entity called a Watcher.

Figure 1

1

The interface to a Watcher consists of a three button menu (Figure 11). The func-

tions available are: open a new presentation; suspend the watcher process (this vastly

improves performance in user interaction, and is particularly useful when many layout

changes are needed); and kill the Watcher, together with any presentations it controls.

When requesting to start a process the user enters Smalltalk code which is the interface

between the external "real world" (e.g., a log file) and its internal representation.

Benefits of the Object-Oriented Approach

The object-oriented approach taken in Voild gives us several benefits. When design-

ing a new presentation, a user can take advantage of inheritance. This allows an existing

presentation to be used as a template for the new presentation, thus reusing the code writ-

ten for the latter. If this approach does not seem appropriate, a new presentation may be cre-

ated by plugging together several existing presentations, as in the control system presenta-

tions described above.

The inheritance mechanism also gives us a very useful defaulting scheme. For exam-

ple, an icon is used as the default root-level presentation for all types of information. This

default mechanism can easily be overridden if a different presentation is desired for a particu-

lar type of data.

Visualization as Analysis

Illustrations can be much more than merely pretty pictures and a good demo. If the

illustration really conveys some information it can be used as a valuable analytic tool.

Educators and imaginative computer graphics people have known this for a long time[17].

The seminal film "Sorting Out Sorting" [2] and the animations by Jim Blinn in the PBS series

"The Mechanical Universe" are certainly great examples of conveying complex information

via graphics. "Sorting Out Sorting" illustrates the differences between a dozen different
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sorting algorithms and their effect on data as it is sorted. One can imagine a real-time

"sorting out sorting" analysis program which benchmarks performance, illustrates bottle-

necks, and allows for graphical programming to correct bugs. A state graph which shows a

state with no arrows (transitions) going into it also points out a bug in the state machine. If

you can’t get to a state than it needn’t be there. We would also like to be able to add the

missing transition(s) and generate the corresponding state machine code.

The best visualizations do not come from general-purpose tool kits or hbraries.

Rather they are carefully crafted scenes tailored to the particular application. Good visualiza-

tions have a great deal of implicit "knowledge" about the semantics of what is being visual-

ized. This is a tremendous conflict for systems developers. Perhaps the best we can hope

for is a robust collection of tools and utilities with a clear methodology for linking these tools

to the semantics of an application.

Conclusions and Acknowledgments

The ability to examine objects in a controlled way which connects presentations in a

levels of detail oriented manner has proven to be useful. Complex systems may be viewed

and interactively browsed to get a "feel" for their structure. There are quite a number of

areas for a large amount of improvement. The manner of dealing with collections or struc-

tures containing several components lacks coherence. The layouts should have more intelli-

gence, and the use of shape grammars [16] is probably a reasonable approach. The treat-

ment of each presentation as an individual window is a real performance problem, and, more

importantly, does not adequately address the problems of larger views which require scrol-

lable displays.

The authors would like to thank Ted Hopp for his initial implementation of the control

system and state machine structures and his general Smalltalk enlightenment. Tina Lee

implemented the HCSE code and modified the log file for our usage. And fmally, Anne Litch-

er was brave enough to actually try using this stuff.
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